# Самостоятельная работа № 11. Структуры и объединения

## Задание 1

1. Напишите программу, в которой реализуется замкнутая цепочка из экземпляров структуры: каждый экземпляр ссылается на следующий, а последний экземпляр ссылается на первый.
2. –

|  |  |  |
| --- | --- | --- |
| Идентификатор | Семантика | Тип |
| value | Поле структуры хранимое значение | int |
| next | Указатель на следующий экземпляр структуры | List |
| i | Счетчик цикла | List |
| size | Размер списка | int |
| begin | Указатель на начало списка | list |
| ptrOnStruct | Указатель на текущий экземпляр структуры | list |
| ptrOnStructNext | Указатель на следующий экземпляр структуры | list |
| fitst | Ссылка на первый элемент списка | list |
| start | Ссылка на первый элемент списка | list |

#include <stdio.h>  
#include <stdlib.h>  
  
typedef struct List {  
 int value;  
 struct List \*next;  
} list;  
list\* create\_list(int size) {  
 list\* begin = malloc(sizeof(list));  
 begin->value = 0;  
 list \*ptrOnStruct, \*ptrOnStructNext;  
 ptrOnStruct = begin;  
 for (int i = 1; i < size; i++) {  
 ptrOnStructNext = malloc(sizeof(list));  
 ptrOnStructNext->value = ptrOnStruct->value + 1;  
 ptrOnStruct->next = ptrOnStructNext;  
 ptrOnStruct = ptrOnStructNext;  
 }  
 ptrOnStruct->next = begin;  
 return begin;  
}  
  
void show\_list(list\* begin) {  
 list\* ptrOnStruct = begin;  
 do {  
 printf("%d ", ptrOnStruct->value);  
 ptrOnStruct = ptrOnStruct->next;  
 } while (ptrOnStruct != begin);  
}  
  
void delete\_list( list \*begin) {  
 list \*ptrOnStructNext = begin->next;  
 list \*first = begin;  
 while (ptrOnStructNext != first) {  
 free(begin);  
 ptrOnStructNext = ptrOnStructNext->next;  
 begin = ptrOnStructNext;  
 }  
}  
  
int main() {  
 list\* start = create\_list(10);  
 show\_list(start);  
 delete\_list(start);  
 return 0;  
}

1. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAAAUCAIAAAALLOhlAAAABmJLR0QA/wD/AP+gvaeTAAADiklEQVRoge2YMY6rSBCGf1Z7BYsOmhNMW3YAJzCSk+YEQwYHYOQJ4AQmWOvN5kNmn8AklpgTuANb5gYmAPkQtQFjv1lpafz0VnrPEl+ERKnqp6q7qxrj6ekJAw/LH79awMBPMdTvsRnq99gM9Xtshvo9Nn9q3tlB7ArTbD5Wy21lGF1m3LanE3cmLpvoXXWbASBuh/7zmBlUnzbrd1V1GhNxJ/T9Meu1/NQg48WsRwCX8avL2ue6+CvNK51U4l7ou2NGdNqs/lsAkR2+PY+vEem0fslUt0M7TNpvL/T5JOJesnDbLC17UtpZPy6DyXGZZgZxGXpW1v21lVKVUogDTZgWz3ebYpWpitvBwvdUmndZOqE/Oa6jrOJ24M8d1Z0XAET2XJRlY/YK6C3b1SH3wjmO6yhrjbsz2HxEaQ6AuEzmOp9O6DbrKKsMsoPEszQyLM8X5SpKKyLuOBaUTnDn+TkVOO4BAOcaYqqTdjd5muaqAnDeH0utpcrSTKv7K5bnotg2Py3vO87cPL7nfQIMQ2XXJWhNxeUzX33UDUymec9MlIczAMOo2GRuE2mMdefnTWWDwCbSb+QfwvLcUbnW2xCXyWJmNuVquYfmtOHSN4s0N6TbH5e5r28uiOpys8xUp0+LAWYYPwsTTblZ37OSpuJy3Oo26n5XJn4iTKC8FDudad3AnVp5VXFbCjGCBXTH76/f/w6XgW8Wada3uqs8fcm5Hfihk3afn85clNp03KjyNMoBgIiHScj3711NiJlCiHKzilRlcCltOvf1dSkux1xrYzEU66WqDOK2x3QlOW+LS7J4cw2qT2XfqdJfPyJuotGLux87iCfNurd4NyqVlW5g074rg2xkuq9/t3uPEl1PvWEYVQNoc4jmY3edWUym3QEAwEw0B33QqWseloABnGHOHajOFWkYKks/38o4OJx1i7Oz/x1KMAcAYE1HZY+4eyDiMo4nx2U7Csk44B0nOxEP4ljaHAC3gxmautttnr5EURRFUVGfNsutJvoXn1Jofe53HxBTTkTEmdnU555PcyajtmNpqC9gFoD2dNZBxNsHLmNR7jSTKgBD8/9aBt/ccf+8K+NvLrvO0N3GbT9jt2mbTppx//6bBr7M8T0T/I/45DLwZ23/03XKz+gJ22lThH/dH3puBe09h+q6LPpbr65+A78/w/+Xx2ao32Mz1O+xGer32Az1e2z+AR2s0EPcgl6HAAAAAElFTkSuQmCC)

## Задание 3

1. Напишите программу, в которой с помощью структур реализуется бинарное дерево: каждый экземпляр структуры элемента дерева (за исключением экземпляров последнего уровня - листьев дерева) содержит ссылку на два других экземпляра (поддерево или лист). Реализовать:

• заполнение дерева вручную в программном коде (простой вариант);

• распечатка дерева используя рекурсию с поиском в глубину 1, либо используя стек вместо рекурсии (Задача 9.4).

1. –

|  |  |  |
| --- | --- | --- |
| Идентификатор | Семантика | Тип |
| value | Поле структуры, хранимое значение | int |
| left | Поле структуры, указатель на левый узел или лист | Tree |
| right | Поле структуры, указатель на правый узел или лист | Tree |
| ptrOnTreeLeft | Указатель на правый отросток дерева | tree |
| ptrOnTreeRight | Указатель на левый отросток дерева | tree |
| root | Узел дерева | tree |
| level | Уровень узла в дереве | int |

#include <stdio.h>

#include <stdlib.h>

typedef struct Tree {

int value;

struct Tree\* left;

struct Tree\* right;

} tree;

void create\_tree(tree \*root, int level) { // Создание узла на n-ом уровне

tree \*ptrOnTreeLeft, \*ptrOnTreeRight;

root->value = level;

if(level) {

ptrOnTreeLeft = malloc(sizeof(tree));

ptrOnTreeRight = malloc(sizeof(tree));

root->left = ptrOnTreeLeft;

root->right = ptrOnTreeRight;

level--;

create\_tree(ptrOnTreeLeft, level);

create\_tree(ptrOnTreeRight, level);

} else {

root->left = NULL;

root->right = NULL;

}

}

void print\_tree(tree\* root) {

printf("%d ", root->value);

if (root->left != NULL)

print\_tree(root->left);

if (root->right != NULL)

print\_tree(root->right);

}

void delete\_tree(tree\* root) {

if (root->left != NULL)

delete\_tree(root->left);

if (root->right != NULL)

delete\_tree(root->right);

free(root);

}

int main() {

tree\* root = malloc(sizeof(tree));

create\_tree(root, 3);

print\_tree(root);

delete\_tree(root);

return 0;

}
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